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Encouraging faculty to adopt new, high-impact teaching practices, tools, and curriculum in computer 
science (CS) undergraduate education requires intentional planning and sustained effort. This article is 
the next installment in the series of interviews with prominent propagators: members of the CS 
education community who have successfully spread pedagogical or curricular innovations. The goal is to 
capture knowledge and experience s that others can use to propagate their own teaching projects. 

For this article, we interviewed Philip Guo, an Associate Professor of Cognitive Science and Computer 
Science & Engineering at the University of California San Diego. Dr. Guo’s research examines how people 
learn computer programming, data science, and machine learning/AI [1, 3, 5–8], and he builds tools to 
help people better understand code and data [2, 4, 11]. He is known for creating Python Tutor — a 
website where users can run and visualize code in Python, Java, C, C++, and JavaScript — which has been 
used by over 20 million people worldwide.  Philip is also known for his work on exposing and addressing 
the Hidden Curriculum [9, 10], which educates students on the unwritten rules, norms, and insider 
knowledge that are not taught in classes but are nonetheless essential for students to succeed in 
undergraduate education. 

Below are highlights of the interview, which ran approximately an hour.  The transcript has been edited 
for clarity and style. 
 

Q: How did Python Tutor get started? 
PG: Python Tutor started around 2010 as a side project when I was a grad student. It was really 
motivated by my informal experiences teaching people Python, drawing memory layout diagrams. It 
seemed like that was an intuitive thing to do to explain something. At that time, the web was getting 
good enough that you could start putting up these diagrams. 

So I started with a very simple system, and I didn't intend for it to be anything big. It just kind of grew 
from there. I think that a lot of the growth was fueled by the fact that MOOCs, the massive open online 
courses, started up around 2012, and that Python happened to be a very popular language for teaching 
intro programming. Then Python had a big rise in the 2010s because of both the introductory curriculum 
and for data science and scripting and stuff. I expanded to other languages later on, and it's been 15 
years or so, and it's still running. I think the most notable thing is it's really a one man show. It's unusual 
in that it's just me behind the curtain. And, so that's the Python Tutor project.  

Q: Can you describe your Hidden Curriculum work? 

PG: The project is called A Hidden Curriculum Guide to HCI and Design at UC San Diego. And this was led 
by one of my undergrads. The motivation was to create a really bottom-up curated guide to how to 
navigate through our major; how to get internships and jobs; and a lot of what we call hidden 
curriculum knowledge, which are things that are not taught formally in classes and things often that 
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professors don't even know about. Because these are things that students pass to each other through 
word of mouth. 

Usually students from more privileged backgrounds—from higher socioeconomic status, people who are 
not underrepresented minorities—grew up just knowing more of the stuff because they picked it up 
from their parents or from their friends, or they went to a prestigious private high school or a public 
school where lots of kids went to Ivy League colleges. So, they just kind of know about these sorts of 
things about networking and finding resources. Whereas a large percentage of our students are first-
generation college students or underrepresented minority students or transfer students from local 
California community colleges. Many of those students come to our school without much knowledge 
about these behind-the-scenes things. 

We try to capture that wisdom by interviewing a lot of students and putting together a Google Doc that 
is a one-stop shop. We can share it in a syllabus, or if students have questions for me then I can just 
email them the link. By definition, that project is student-led, because I feel like the undergraduate 
students have the best sense of how their peers think and talk. We describe it as sort of a peer 
mentoring guide. Ideally you would have a peer mentor go over it with you, but to scale that up, we just 
created this doc.  
We've seen this at other schools, where there are ad hoc guides created by students. And our hope is to 
make it a bit more formal of a process so that other schools can adopt that idea and try to create their 
own local guides. The main thesis behind that project, which you can see in the ICER paper [10], is that 
these guides have to be very hyperlocal. If we created a “Here's how to be a generically good HCI or 
computer science student”, it probably has good things, but when students read it, it just seems like it's 
on some official website. By definition, it has to be so general and cover all different kinds of schools and 
different kinds of institutions and populations that the advice would be high level. It would still be better 
than nothing.  But I think the really interesting thing comes in when you make it local to your school, for 
two reasons. One is that you can put very local specific details in. And two, I think from a reader 
perspective, it feels more personal, like “Oh, somebody at my school in my department made this. It 
feels like it's for us rather than some generic PDF.”  

Q: How and why do you make your work directly adoptable by students, rather than being aimed at 
instructors? 

PG: By targeting learners directly, you can have more impact. By definition, there are many more 
novices and learners than there are instructors and experts. That has always been sort of an appeal for 
me. From a methodological standpoint, if you are more of an education researcher or a learning science 
researcher, you think about teachers more. Bottom-up, interfacing with learners directly, has always 
been my philosophy.  

Python Tutor was originally meant as a teaching aid, but because it was online and it grew because of 
MOOCs and stuff, we found that most of the people using it are learners. That drove the development of 
the system too. Instructors would request certain kinds of features, things that make it easier to teach 
with, things that help you make exercises or make annotations or make lecture slides. I never really 
prioritized those features because they seemed very instructor-oriented. More important were student-
oriented features like, “How do you make this work on more code and how do you make it accessible to 
more people?”, because most people using it were novices who just pasted in their code and wanted it 
to work.  

Q: How is propagation different when you are targeting learners as opposed to faculty? 



PG: The traditional way is if you are a CS educator, usually as a professor, you have some tools you're 
building. You are trying to publicize that amongst faculty colleagues. I did not come from a CS education 
background, so that was not top of mind for me to do. By having something be online, it could grow 
more organically without all the in-person recruiting. To the extent that I did stuff, I think mostly it was 
fostering this organic growth. 

The Python Tutor project was one of the first places you could go where you just visit a website, you 
don't have to log in or anything and you can just start writing code, running it, and visualizing it. I think 
that had immense appeal. Fifteen years ago, there were a few of these fledgling visualization tools and 
also IDEs for learners, but they all needed to be downloaded — like Java applets or downloadable apps. 
There's a much higher barrier to entry. Python Tutor saves all your code in the URL, and you can share 
whatever code you're typing. When you visualize it, the diagram essentially is just a combination of the 
code and what step you're in. You can have a few kilobytes of text in a URL. Keeping backward 
compatibility was a really big concern because I didn't want old links to break. If someone clicks on a 
forum post from five years ago, the URLs still work. 

Having links online is powerful because someone else stumbles on it and clicks on the link and is like, 
“Oh, wow, that's pretty cool” and then they tell their friends about it. If well-known people in the 
Python community share it on social media, that gives you a boost. We got news coverage in various 
online forums, things like Hacker News and Slashdot and Reddit. A lot of these things are just a one-time 
boost, but it all adds up. 
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Q: As the only developer for Python Tutor, how do you make it sustainable? 

PG: In general, I found that I didn't want anybody else on the critical path. It has to be really robust. 
That's a lot of pressure on someone else, and also, it's a lot of management overhead for myself. Instead 



of trying to grow the number of people who work on it, I purposely continue limiting the scope of it. The 
scope hasn't really changed in 12 years; it largely does the same thing but it’s more polished now. 
Having a user-centered motivation also helps keep the tool simple so that there aren’t too many options 
and too many features.  

In the beginning, I put my email address on the website and I had a GitHub issues page, and I was very 
receptive to seeing what people were doing with it. That was helpful early on to find the major bugs, but 
eventually it kind of stabilized. People were asking for similar sorts of things. I put “things I probably 
won't do,” “things that I can do” and “known limitations” on the FAQ page. Then I took my email 
address off and I took down the GitHub issues page. I didn’t have the mental bandwidth to handle those 
sorts of feature requests. 

Q: How have you managed to fit this huge project into the reward structure in academia? 

PG: A lot of the stuff I talk about with Python Tutor [2] is non-reproducible. It was an “n =1” case study 
with a very unique time and place and project. Whereas the Hidden Curriculum project [10], I feel like 
there's something generalizable in the model we set that other students and professors can take on and 
replicate. In my early career, Python Tutor really was fairly central in that I managed to get a few good 
publications on these variants and different tools we built upon it. We took advantage of the fact that 
there was a large user base. So if we were to build some kind of tool, we could deploy it and user test it 
in a very organic way. We could collect usage data. 

The other way I used the Python Tutor platform was to run surveys. We had a few papers where we just 
put surveys or different activities on the website, and we'd basically use the site as a funnel to get users. 
There is a large audience of people learning programming in the wild, and you can get them from a lot of 
countries and different demographics. My NSF CAREER award was based on that line of work and there 
was an appeal there, because there's a platform and there's a lot of users and we have some papers on 
it. That story went really well together. With funding, the cliche goes that there's not much funding for 
infrastructure or software development. You really do have to spin into more of a research story.  

In academia, things are valued based on novelty. Things that make for more robust software are less 
novel. If you describe Python Tutor in the abstract, there's nothing that novel about it because program 
visualization has been around for a long time. And the way that the memory diagrams are laid out is 
fairly standard stuff; there's nothing very radical about it. In fact, having it be less radical probably 
makes it more usable because it's what people expect to see. If you wanted to really innovate on 
program visualizations, then you might do something in VR like 3D visualizations and those would be 
cool for research papers, but it might be harder to adopt those. So there's this tension. 

Q: How did you design Hidden Curriculum to make it replicable and sustainable? 

PG: The Hidden Curriculum project was a very bottom-up thing. I started giving talks about how to thrive 
as an HCI or design undergraduate student. And I did that by collecting ideas from other students, 
frankly, because I'm 15 years removed from this, but they know how to do it.  Then one of my 
undergraduate Teaching Assistants (TAs) and I started talking about things that are not taught in classes, 
and we formalized it more into this Google Doc guide project.  



After we deployed this project and started seeing uptake, we thought maybe we could write about this 
because it feels like there's something generalizable here. We submitted it a few times and it didn't get 
in. Then we distilled down into this very learner-centered model of how other undergraduates could 
take this on, and what lessons generalize. As with a lot of these projects, it started with wanting to make 
something practical and then later, is there something more researchy we can extract from it? This goes 
back to your prior question about research versus product: I think the way to navigate those two is to 
think about “What can generalize? What is new here that people haven't talked about in the 
community?” And that's when you have the seeds of something researchy, even if it comes out of 
something more pragmatic. 

Q: Do you think that part of the reason that your projects have been so popular is because you 
identified a practical problem that needs solving? 

PG: Yeah, I think so. I have a lot of papers with students that are more the traditional model of “can we 
build a prototype and test it, or can we run a small study and validate something?” That works really 
well, but I feel like in order to get something adopted, it should start with real demand.  I think it has 
more in common with doing a startup or doing product development. 

When people are thinking about technology startups, you're really trying to find user needs and trying to 
find some corner of the market and you're not worrying about novelty.  You're worrying about “Is this 
something in demand?” I encourage more projects like that in academia. There is a way to dovetail it 
with research as well, especially in computing education and HCI. 

Q: What advice would you give somebody who is developing something with the idea of getting other 
people to use it? 

PG: My top piece of advice, especially to someone in academia, is to just not worry about the research 
novelty. If you have to worry about that as well, then it just restricts what you can do. Just try one thing 
on the side with no worries about publications or grants or anything. That side project may turn into 
something bigger and if it doesn't, it's fine. In a sense, Python Tutor and the hidden curriculum were side 
projects: they were never meant to be main line research items. The challenge is bandwidth. If you are 
already having main projects and you're teaching and you're doing service work, how do you have one 
side project? That seems hard, but I think it is necessary. 

Finding students who are similarly motivated by adoption is really important. Acknowledge that maybe 
you're not gonna get papers out of this, but if you get satisfaction out of people using it or seeing it and 
if that drives you, that is very powerful. And you end up being able to get papers out eventually, 
whether on a research spin off or on more of these sort of applied tracks like SIGCSE experience reports, 
which I think are great. 

Q: How do you find motivated students? 

PG: Finding the right person and scoping the project may be more important than finding a bunch of 
people. The hidden curriculum doesn't require a lot of labor, per se, if you have the right person. 
Whereas if you need an undergrad to build a piece of software that's very robust and deployable, that 
may be very hard because they're taking four classes and they wanna go do a summer internship at a 
company somewhere. A good undergrad project is something where they have some advantage 



because they're an undergrad and it doesn't require an inordinate amount of work. That's sort of the 
sweet spot.  

My student who did the Hidden Curriculum project transferred into our major very late. She felt like she 
was behind and she needed to really hustle to get her bearings straight. She could relate to new 
students who transferred in or might be first-generation students. If you can craft a project where the 
undergraduates actually have an advantage over graduate students or postdocs, that's really powerful 
and motivating. They're not just a lab assistant as an undergrad; they are actually doing the primary 
work and they are especially well-suited to do this work. It’s really cool that those projects are better 
because the undergrads are doing them. That undergrad perspective is so important because as a 
professor or a graduate student, we may not see things that they see.  

Q: What does success look like to you? 

PG: I feel like success definitions should depend on the project. It could mean publishing a top tier paper 
or getting some paper award. It could also mean the students involved can use it to further their own 
career, such as my undergraduates using these publications to get into graduate school or to get 
internships or to get jobs. So I think that's a really powerful metric of success as well. Another metric is 
adoption. Every project doesn't have all of those.  

For the Python Tutor project, success has been a lot of people using it and knowing about it. That's 
definitely something I've been proud of. I can leverage that in even more academic things, if you're 
writing grants or you are writing up something for your department. I think that especially in a very 
applied field, like in computing or HCI, usage numbers are good metrics. I don't want to say that 
everybody who's an academic needs to have software that's widely used. That bar I feel is not 
reasonable. But if someone does have that, I think it is a helpful thing. I think the community 
acknowledges that that is a good thing. 
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